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**Language:** A language is a set of strings. It can be finite or infinite.

Example: \{ab, bab, bbaab\} is a language of size 3.

Example: \( L = \{\Lambda, a, b, aa, ab, ba, bb\} \)

Example: \( \Sigma = \{0, 1, +\}, \ L = \{0 + 0, 0 + 1, 1 + 0, 1 + 1, 0 + 0 + 0, 0 + 0 + 1, \ldots\} \)

While a language may have infinite size, each string in the language has finite size.

\( \Sigma^* \) is the language containing all possible strings over the alphabet \( \Sigma \).

Example: \( \Sigma = \{a, b\}, \ \Sigma^* = \{\Lambda, a, b, aa, ab, ba, bb, aab, aaba, aabba, \ldots \} \)

We sometimes write this as \( \{a, b\}^* \)

\( \Sigma = \{a, b\}, \ L_1 = \{a, aa\}, \ L_2 = \{\Lambda, aa, ba\}, \ L_3 = \{\Lambda, a, aa, aaaa, \ldots\} \)
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\[
\begin{align*}
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L_2 \setminus L_1 &= \{\Lambda, ba\} \\
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\]
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extensional form: enumerate the strings. Only finite sets, or possibly use “…”
intensional form: specify the properties of the strings.
Informally:  $L = \{x \mid x$ contains an equal number of $a$s and $b$s $\}$
Formally:  $L = \{x \mid x \in \{a, b\}^* \land N_a(x) = N_b(x)\}$, where $N_a(x)$ denotes the number of $a$s in string $x$. 
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Given some regular expression, $r$, we use $L(r)$ to represent the language it denotes.

<table>
<thead>
<tr>
<th>RE ($r$)</th>
<th>Corresponding Language ($L(r)$)</th>
</tr>
</thead>
<tbody>
<tr>
<td>$a + bc$</td>
<td>${a, bc}$</td>
</tr>
<tr>
<td>$a(b + c)$</td>
<td>${ab, ac}$</td>
</tr>
<tr>
<td>$(a + b)(a + c)(\Lambda + a)$</td>
<td>${aa, ac, ba, bc, aaa, aca, baa, bca}$</td>
</tr>
<tr>
<td>$a^*(b + cc)$</td>
<td>${b, cc, ab, acc, aab, aacc, aaab, aaacc, \ldots}$</td>
</tr>
<tr>
<td>$a + bb^*$</td>
<td>${a, b, bb, bbb, bbbb, \ldots}$</td>
</tr>
<tr>
<td>$(a + bb)^*$</td>
<td>${\Lambda, a, bb, aa, abb, bba, bbbb, aaaa, \ldots}$</td>
</tr>
<tr>
<td>$a^<em>b^</em>$</td>
<td>${\Lambda, a, b, ab, aa, bb, aaaa, aab, abb, bbb, \ldots}$</td>
</tr>
<tr>
<td>$((a + b)(a + b))^*$</td>
<td>${x \mid x \in {a, b} \land</td>
</tr>
</tbody>
</table>

Some notational conveniences (that do not change the class of languages):

Let $r$ be a RE.

[r]_0 = \Lambda, and

$\forall k \geq 0, r^k + 1 = rr^k$:

- $(a + b)^k$: all strings over $\{a, b\}$ of length exactly $k$.
- $(a + b + \Lambda)^k$: all strings of length at most $k$.

Positive closure: $r^+ = rr^*$ (Alternatively, $r^* = \Lambda + r^+$).
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</thead>
<tbody>
<tr>
<td>$a + bc$</td>
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</tr>
<tr>
<td>$(a + b)(a + c)(\Lambda + a)$</td>
<td>${aa, ac, ba, bc, aaa, aca, baa, bca}$</td>
</tr>
<tr>
<td>$a^*(b + cc)$</td>
<td>${b, cc, ab, acc, aab, aacc, aaab, aaacc, \ldots}$</td>
</tr>
<tr>
<td>$a + bb^*$</td>
<td>${a, b, bb, bbb, bbbb, \ldots}$</td>
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<tr>
<td>$(a + bb)^*$</td>
<td>${\Lambda, a, bb, aa, abb, bba, bbbb, aaa, \ldots}$</td>
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<td>${\Lambda, a, b, ab, aa, bb, aaa, aab, abb, bbb, \ldots}$</td>
</tr>
<tr>
<td>$((a + b)(a + b))^*$</td>
<td>${x \mid x \in {a, b} \land</td>
</tr>
</tbody>
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Some notational conveniences (that do not change the class of languages.):
Let $r$ be a RE. $r^0 = \Lambda$, and $\forall k \geq 0, r^{k+1} = rr^k$. 
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We write $\cup$ with $+$, and we remove set notation.
Example: $(\{a\}\{b\}^* \cup \{c\}^* \{d\})^* \{e\}$ becomes $(ab^* + c^*d)^* e$.
Given some regular expression, $r$, we use $\mathcal{L}(r)$ to represent the language it denotes.

<table>
<thead>
<tr>
<th>RE ($r$)</th>
<th>Corresponding Language ($\mathcal{L}(r)$)</th>
</tr>
</thead>
<tbody>
<tr>
<td>$a + bc$</td>
<td>${a, bc}$</td>
</tr>
<tr>
<td>$a(b + c)$</td>
<td>${ab, ac}$</td>
</tr>
<tr>
<td>$(a + b)(a + c)(\Lambda + a)$</td>
<td>${aa, ac, ba, bc, aaa, aca, baa, bca}$</td>
</tr>
<tr>
<td>$a^*(b + cc)$</td>
<td>${b, cc, ab, acc, aab, aaacc, aaab, aaacc, \ldots}$</td>
</tr>
<tr>
<td>$a + bb^*$</td>
<td>${a, b, bb, bbb, bbbb, \ldots}$</td>
</tr>
<tr>
<td>$(a + bb)^*$</td>
<td>${\Lambda, a, bb, aa, abb, bba, bbbb, aaa, \ldots}$</td>
</tr>
<tr>
<td>$a^<em>b^</em>$</td>
<td>${\Lambda, a, b, ab, aa, bb, aab, aabb, abb, bbb, \ldots}$</td>
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Let $r$ be a RE. $r^0 = \Lambda$, and $\forall k \geq 0, r^{k+1} = rr^k$
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We write $\cup$ with $+$, and we remove set notation.

Example: $(\{a\}\{b\}^* \cup \{c\}^* \{d\})^* \{e\}$ becomes $(ab^* + c^*d)^*e$.

Given some regular expression, $r$, we use $L(r)$ to represent the language it denotes.
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<thead>
<tr>
<th>RE ($r$)</th>
<th>Corresponding Language ($L(r)$)</th>
</tr>
</thead>
<tbody>
<tr>
<td>$a + bc$</td>
<td>${a, bc}$</td>
</tr>
<tr>
<td>$a(b + c)$</td>
<td>${ab, ac}$</td>
</tr>
<tr>
<td>$(a + b)(a + c)(\Lambda + a)$</td>
<td>${aa, ac, ba, bc, aaa, aca, baa, bca}$</td>
</tr>
<tr>
<td>$a^*(b + cc)$</td>
<td>${b, cc, ab, acc, aab, aacc, aaab, aaacc, \ldots}$</td>
</tr>
<tr>
<td>$a + bb^*$</td>
<td>${a, b, bb, bbb, bbbb, \ldots}$</td>
</tr>
<tr>
<td>$(a + bb)^*$</td>
<td>${\Lambda, a, bb, aa, abb, bba, bbbb, aaa, \ldots}$</td>
</tr>
<tr>
<td>$a^<em>b^</em>$</td>
<td>${\Lambda, a, b, ab, aa, bb, aaa, aab, abb, bbb, \ldots}$</td>
</tr>
<tr>
<td>$((a + b)(a + b))^*$</td>
<td>${x \mid x \in {a, b} \land</td>
</tr>
</tbody>
</table>

Some notational conveniences (that do not change the class of languages.):
Let $r$ be a RE. $r^0 = \Lambda$, and $\forall k \geq 0, r^{k+1} = rr^k$
$(a + b)^k$: all strings over $\{a, b\}$ of length exactly $k$
$(a + b + \Lambda)^k$: all strings of length at most $k$. 
Regular Expressions

We write $\cup$ with $+$, and we remove set notation.
Example: $(\{a\}\{b\}^* \cup \{c\}^* \{d\}^*)^*\{e\}$ becomes $(ab^* + c^* d)^* e$.
Given some regular expression, $r$, we use $\mathcal{L}(r)$ to represent the language it denotes.

<table>
<thead>
<tr>
<th>RE ($r$)</th>
<th>Corresponding Language ($\mathcal{L}(r)$)</th>
</tr>
</thead>
<tbody>
<tr>
<td>$a + bc$</td>
<td>${a, bc}$</td>
</tr>
<tr>
<td>$a(b + c)$</td>
<td>${ab, ac}$</td>
</tr>
<tr>
<td>$(a + b)(a + c)(\Lambda + a)$</td>
<td>${aa, ac, ba, bc, aaa, aca, baa, bca}$</td>
</tr>
<tr>
<td>$a^*(b + cc)$</td>
<td>${b, cc, ab, acc, aab, aacc, aaab, aaacc, \ldots}$</td>
</tr>
<tr>
<td>$a + bb^*$</td>
<td>${a, b, bb, bbb, bbbb, \ldots}$</td>
</tr>
<tr>
<td>$(a + bb)^*$</td>
<td>${\Lambda, a, bb, aa, abb, bba, bbbb, aaa, \ldots}$</td>
</tr>
<tr>
<td>$a^<em>b^</em>$</td>
<td>${\Lambda, a, b, ab, aa, bb, aaa, aab, abb, bbb, \ldots}$</td>
</tr>
<tr>
<td>$((a + b)(a + b))^*$</td>
<td>${x</td>
</tr>
</tbody>
</table>

Some notational conveniences (that do not change the class of languages.):
Let $r$ be a RE. $r^0 = \Lambda$, and $\forall k \geq 0, r^{k+1} = rr^k$
$(a + b)^k$: all strings over $\{a, b\}$ of length exactly $k$
$(a + b + \Lambda)^k$: all strings of length at most $k$.
Positive closure: $r^+ = rr^*$
Regular Expressions

We write $\cup$ with $+$, and we remove set notation.
Example: $(\{a\}\{b\}^* \cup \{c\}^* \{d\}^*) \{e\}$ becomes $(ab^* + c^*d^*)e$.
Given some regular expression, $r$, we use $L(r)$ to represent the language it denotes.

<table>
<thead>
<tr>
<th>RE ($r$)</th>
<th>Corresponding Language ($L(r)$)</th>
</tr>
</thead>
<tbody>
<tr>
<td>$a + bc$</td>
<td>${a, bc}$</td>
</tr>
<tr>
<td>$a(b + c)$</td>
<td>${ab, ac}$</td>
</tr>
<tr>
<td>$(a + b)(a + c)(\Lambda + a)$</td>
<td>${aa, ac, ba, bc, aaa, aca, baa, bca}$</td>
</tr>
<tr>
<td>$a^*(b + cc)$</td>
<td>${b, cc, ab, acc, aab, aacc, aaab, aaacc, \ldots}$</td>
</tr>
<tr>
<td>$a + bb^*$</td>
<td>${a, b, bb, bbb, bbbb, \ldots}$</td>
</tr>
<tr>
<td>$(a + bb)^*$</td>
<td>${\Lambda, a, bb, aa, abb, bba, bbbb, aaaa, \ldots}$</td>
</tr>
<tr>
<td>$a^<em>b^</em>$</td>
<td>${\Lambda, a, b, ab, aa, bb, aab, abb, bbb, \ldots}$</td>
</tr>
<tr>
<td>$((a + b)(a + b))^*$</td>
<td>${x \mid x \in {a, b} \land</td>
</tr>
</tbody>
</table>

Some notational conveniences (that do not change the class of languages.):
Let $r$ be a RE. $r^0 = \Lambda$, and $\forall k \geq 0$, $r^{k+1} = rr^k$
$(a + b)^k$: all strings over $\{a, b\}$ of length exactly $k$
$(a + b + \Lambda)^k$: all strings of length at most $k$.

Positive closure: $r^+ = rr^*$
(Alternatively, $r^* = \Lambda + r^+$)